**Первый простой пример**

Доступ к Интернету организуется на основе классов WebRequest и WebResponse.

Поэтому, прежде чем рассматривать этот процесс более подробно, было бы полезно

обратиться к простому примеру, демонстрирующему порядок доступа к Интернету

по принципу запроса и ответа. Глядя на то, как эти классы применяются на практике,

легче понять, почему они организованы именно так, а не как-то иначе.

В приведенном ниже примере программы демонстрируется простая, но весьма

типичная для Интернета операция получения гипертекстового содержимого из конкретного

веб-сайта. В данном случае содержимое получается из веб-сайта издательства

McGraw-Hill по адресу www.McGraw-Hill.com, но вместо него можно подставить

адрес любого другого веб-сайта. В этой программе гипертекстовое содержимое выводится

на экран монитора отдельными порциями по 400 символов, чтобы полученную

информацию можно было просматривать, не прибегая к прокрутке экрана.
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using System;

using System.Net;

using System.IO;

class NetDemo

{

static void Main()

{

int ch;

//first create request object WebRequest use certain URI

HttpWebRequest req = (HttpWebRequest)

WebRequest.Create("http://www.McGraw-Hill.com");

//second send request and get response from it

HttpWebResponse resp = (HttpWebResponse)

req.GetResponse();

//get stream from resp

Stream istrm = resp.GetResponseStream();

//and npw read and show hypertext content,

//got from URI. this content ouput on the screen

//by parts by 400 symbols. After every part

//nedd to press ENTER, to get next 400 symbols

for (int i = 1; ; i++)

{

ch = istrm.ReadByte();

if (ch == -1) break;

Console.Write((char)ch);

if ((i % 400) == 0)

{

Console.Write("\npress <Enter>.");

Console.ReadLine();

}

}

//close response. istrm will close as well

resp.Close();

}

}

Итак, выше приведена часть гипертекстового содержимого, полученного из вебсайта

издательства McGraw-Hill по адресу www.McGraw-Hill.com. В рассматриваемом

здесь примере программы это содержимое просто выводится в исходном виде на

экран посимвольно и не форматируется в удобочитаемом виде, как это обычно делается

в окне браузера.

Проанализируем данную программу построчно. Прежде всего обратите внимание

на использование в ней пространства имен System.Net. Как пояснялось ранее, в этом

пространстве имен находятся классы сетевого подключения к Интернету. Обратите

также внимание на то, что в данную программу включено пространство имен System.

IO, которое требуется для того, чтобы прочитать полученную на веб-сайте информацию,

используя объект типа Stream.

В начале программы создается объект типа WebRequest, содержащий требуемый

URI. Как видите, для этой цели используется метод Create(), а не конструктор. Это

статический член класса WebRequest. Несмотря на то что класс WebRequest является

абстрактным, это обстоятельство не мешает вызывать статический метод данного класса.

Метод Create() возвращает объект типа HttpWebRequest. Разумеется, его значение

требуется привести к типу HttpWebRequest, прежде чем присвоить его переменной

req ссылки на объект типа HttpWebRequest. На этом формирование запроса

завершается, но его еще нужно отправить по указанному URL

Для того чтобы отправить запрос, в рассматриваемой здесь программе вызывается

метод GetResponse() для объекта типа WebRequest. Отправив запрос, метод

GetResponse() переходит в состояние ожидания ответа. Как только ответ будет получен,

метод GetResponse() возвратит объект типа WebResponse, в котором инкапсулирован

ответ. Этот объект присваивается переменной resp. Но в данном случае ответ

принимается по протоколу HTTP, и поэтому полученный результат приводится к

типу HttpWebResponse. Среди прочего в ответе содержится поток, предназначаемый

для чтения данных из источника по указанному URL

Далее поток ввода получается в результате вызова метода GetResponseStream()

для объекта resp. Это стандартный объект класса Stream со всеми атрибутами и средствами,

необходимыми для организации потока ввода. Ссылка на этот поток присваивается

переменной istrm, с помощью которой данные могут быть прочитаны из источника

по указанному URI, как из обычного файла.

После этого в программе выполняется чтение данных из веб-сайта издательства

McGraw-Hill по адресу www.McGraw-Hill.com и последующий их вывод на экран.

А поскольку этих данных много, то они выводятся на экран отдельными порциями

по 400 символов, после чего в программе ожидается нажатие клавиши <Enter>, чтобы

продолжить вывод. Благодаря этому выводимые данные можно просматривать без

прокрутки экрана. Обратите внимание на то, что данные читаются посимвольно с помощью

метода ReadByte(). Напомним, что этот метод возвращает очередной байт из

потока ввода в виде значения типа int, которое требуется привести к типу char. По

достижении конца потока этот метод возвращает значение -1.

И наконец, ответный поток закрывается при вызове метода Close() для объекта

resp. Вместе с ответным потоком автоматически закрывается и поток ввода. Ответный

поток следует закрывать в промежутках между последовательными запросами. В противном

случае сетевые ресурсы могут быть исчерпаны, препятствуя очередному подключению

к Интернету.

И в заключение анализа рассматриваемого здесь примера следует обратить особое

внимание на следующее: для отображения гипертекстового содержимого, получаемого

от сервера, совсем не обязательно использовать объект типа HttpWebRequest или

HttpWebResponse. Ведь для решения этой задачи в данной программе оказалось достаточно

стандартных методов, определенных в классах WebRequest и WebResponse,

и не потребовалось прибегать к специальным средствам протокола HTTP. Следовательно,

вызовы методов Create() и GetResponse() можно было бы написать следующим

образом.

// Сначала создать объект запроса типа WebRequest по указанному URI.

WebRequest req = WebRequest.Create("http://www.McGraw-Hill.com");

// Затем отправить сформированный запрос и получить на него ответ.

WebResponse resp = req.GetResponse();

В тех случаях, когда не требуется приведение к конкретному типу реализации протокола,

лучше пользоваться классами WebRequest и WebResponse, так как это дает

возможность менять протокол, не оказывая никакого влияния на код программы. Но

поскольку во всех примерах, приведенных в этой главе, используется протокол HTTP,

то в ряде примеров демонстрируются специальные средства этого протокола из классов

HttpWebRequest и HttpWebResponse.

**Обработка сетевых ошибок**

Программа из предыдущего примера составлена верно, но она совсем не защищена

от простейших сетевых ошибок, которые способны преждевременно прервать ее выполнение.

Конечно, для программы, служащей в качестве примера, это не так важно,

как для реальных приложений. Для полноценной обработки сетевых исключений,

которые могут быть сгенерированы программой, необходимо организовать контроль

вызовов методов Create(), GetResponse() и GetResponseStream(). Следует особо

подчеркнуть, что генерирование конкретных исключений зависит от используемого

протокола. И ниже речь пойдет об ошибках, которые могут возникнуть при использовании

протокола HTTP, поскольку средства сетевого подключения к Интернету, доступные

в С#, рассматриваются в настоящей главе на примере именно этого протокола.

**Исключения, генерируемые методом Create()**

Метод Create(), определенный в классе WebRequest, может генерировать четыре

исключения. Так, если протокол, указываемый в префиксе URI, не поддерживается,

то генерируется исключение NotSupportedException. Если формат URI оказывается

недействительным, то генерируется исключение UriFormatException. А если у

пользователя нет соответствующих полномочий для доступа к запрашиваемому сетевому

ресурсу, то генерируется исключение System.Security.SecurityException.

Кроме того, метод Create() генерирует исключение ArgumentNullException, если

он вызывается с пустой ссылкой, хотя этот вид ошибки не имеет непосредственного

отношения к сетевому подключению.

**Исключения, генерируемые методом GetResponse()**

При вызове метода GetResponse() для получения ответа по протоколу HTTP

может произойти целый ряд ошибок. Эти ошибки представлены следующими исключениями:

InvalidOperationException, ProtocolViolationException,

NotSupportedException и WebException. Наибольший интерес среди них вызывает

исключение WebException.

У исключения WebException имеются два свойства, связанных с сетевыми ошибками:

Response и Status. С помощью свойства Response можно получить ссылку на

объект типа WebResponse в обработчике исключений. Для соединения по протоколу

HTTP этот объект описывает характер возникшей ошибки. Свойство Response объявляется

следующим образом.

public WebResponse Response { get; }

Когда возникает ошибка, то с помощью свойства Status типа WebException можно

выяснить, что именно произошло. Это свойство объявляется следующим образом:

public WebExceptionStatus Status { get; }

где WebExceptionStatus — это перечисление, которое содержит приведенные ниже

значения.

![](data:image/png;base64,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)

Как только будет выяснена причина ошибки, в программе могут быть предприняты

соответствующие действия.

**Исключения, генерируемые методом GetResponseStream()**

Для соединения по протоколу HTTP метод GetResponseStream() из класса

WebResponse может сгенерировать исключение ProtocolViolationException, которое

в целом означает, что в работе по указанному протоколу произошла ошибка.

Что же касается метода GetResponseStream(), то это означает, что ни один из действительных

ответных потоков недоступен. Исключение ObjectDisposedException

генерируется в том случае, если ответ уже утилизирован. А исключение IOException,

конечно, генерируется при ошибке чтения из потока, в зависимости от того, как организован

ввод данных.

**Обработка исключений**

В приведенном ниже примере программы демонстрируется обработка всевозможных

сетевых исключений, которые могут возникнуть в связи с выполнением программы

из предыдущего примера, в которую теперь добавлены соответствующие обработчики

исключений.

(***glava26\_2***)

class NetDemo

{

static void Main()

{

int ch;

try

{

//first create request object WebRequest use certain URI

HttpWebRequest req = (HttpWebRequest)

WebRequest.Create("http://www.McGraw-Hill.com/sdfsdf");

//second send request and get response from it

HttpWebResponse resp = (HttpWebResponse)

req.GetResponse();

//get stream from resp

Stream istrm = resp.GetResponseStream();

//and npw read and show hypertext content,

//got from URI. this content ouput on the screen

//by parts by 400 symbols. After every part

//nedd to press ENTER, to get next 400 symbols

for (int i = 1; ; i++)

{

ch = istrm.ReadByte();

if (ch == -1) break;

Console.Write((char)ch);

if ((i % 400) == 0)

{

Console.Write("\npress <Enter>.");

Console.ReadLine();

}

}

//close response. istrm will close as well

resp.Close();

}

catch (WebException exc)

{

Console.WriteLine("Web error: " + exc.Message

+ "\nState code: " + exc.Status);

}

catch (ProtocolViolationException exc)

{

Console.WriteLine("Protocol error: " + exc.Message);

}

catch (UriFormatException exc)

{

Console.WriteLine("Format error URI: " + exc.Message);

}

catch (NotSupportedException exc)

{

Console.WriteLine("Uknown Protocol: " + exc.Message);

}

catch (IOException exc)

{

Console.WriteLine("IO error: " + exc.Message);

}

catch (System.Security.SecurityException exc)

{

Console.WriteLine("Security error: " + exc.Message);

}

catch (InvalidOperationException exc)

{

Console.WriteLine("Wrong operation: " + exc.Message);

}

}

}

**Практический пример создания программы MiniCrawler**

Для того чтобы показать, насколько просто программировать для Интернета средствами

классов WebRequest и WebReponse, обратимся к разработке скелетного варианта

*поискового робота* под названием MiniCrawler. Поисковый робот представляет

собой программу последовательного перехода от одной ссылки на сетевой ресурс к

другой. Поисковые роботы применяются в поисковых механизмах для каталогизации

содержимого. Разумеется, поисковый робот MiniCrawler не обладает такими развитыми

возможностями, как те, что применяются в поисковых механизмах. Эта программа

начинается с ввода пользователем конкретного адреса URI, по которому затем читается

содержимое и осуществляется поиск в нем ссылки. Если ссылка найдена, то программа

запрашивает пользователя, желает ли он перейти по этой ссылке к обнаруженному сетевому

ресурсу, найти другую ссылку на имеющейся странице или выйти из программы.

Несмотря на всю простоту такого алгоритма поиска сетевых ресурсов, он служит

интересным и наглядным примером доступа к Интернету средствами С#.

Программе MiniCrawler присущ ряд ограничений. Во-первых, в ней обнаруживаются

только абсолютные ссылки, указываемые по гипертекстовой команде href="http.

Относительные ссылки при этом не обнаруживаются. Во-вторых, возврат к предыдущей

ссылке в программе не предусматривается. И в-третьих, в ней отображаются только

ссылки, но не окружающее их содержимое. Несмотря на все указанные ограничения

данного скелетного варианта поискового робота, он вполне работоспособен и может

быть без особых хлопот усовершенствован для решения других задач. На самом деле

добавление новых возможностей в программу MiniCrawler — это удобный случай освоить

на практике сетевые классы и узнать больше о сетевом подключении к Интернету.

Ниже приведен полностью исходный код программы MiniCrawler.

(***MiniCrawler***)

class MiniCrawler

{

//find link in string

static string FindLink(string htmlstr, ref int startloc)

{

int i;

int start, end;

string uri = null;

i = htmlstr.IndexOf("href=\"http", startloc,

StringComparison.OrdinalIgnoreCase);

if (i != -1)

{

start = htmlstr.IndexOf('"', i) + 1;

end = htmlstr.IndexOf('"', start);

uri = htmlstr.Substring(start, end - start);

startloc = end;

}

return uri;

}

static void Main(string[] args)

{

string link = null;

string str;

string answer;

int curloc; //current position answer

if (args.Length != 1)

{

Console.WriteLine("Do: MiniCrawler <uri>");

return;

}

string uristr = args[0]; //current uri

HttpWebResponse resp = null;

try

{

do

{

Console.WriteLine("Go to url " + uristr);

//create request object WebRequest

HttpWebRequest req = (HttpWebRequest)

WebRequest.Create(uristr);

uristr = null; //forbid use this uri again

//send request and get response

resp = (HttpWebResponse)req.GetResponse();

//get stream IO from response

Stream istrm = resp.GetResponseStream();

//envelope stream in StreamReader

StreamReader rdr = new StreamReader(istrm);

//read whole page

str = rdr.ReadToEnd();

curloc = 0;

do

{

//find dnext uri

link = FindLink(str, ref curloc);

if (link != null)

{

Console.WriteLine("Found a link: " + link);

Console.Write("Go to link, Keep looking, Exit?");

answer = Console.ReadLine();

if (string.Equals(answer, "G", StringComparison.OrdinalIgnoreCase))

{

uristr = string.Copy(link);

}

else if (string.Equals(answer, "E", StringComparison.OrdinalIgnoreCase))

{

break;

}

else if (string.Equals(answer, "K", StringComparison.OrdinalIgnoreCase))

{

Console.WriteLine("Find next link.");

}

else

{

Console.WriteLine("No more links found.");

break;

}

}

} while (link.Length > 0);

//close respond source

if (resp != null) resp.Close();

} while (uristr != null);

}

catch (WebException exc)

{

Console.WriteLine("Web error: " + exc.Message);

}

catch (ProtocolViolationException exc)

{

Console.WriteLine("Protocol error: " + exc.Message);

}

catch (UriFormatException exc)

{

Console.WriteLine("Uri format error: " + exc.Message);

}

catch (NotSupportedException exc)

{

Console.WriteLine("Uknown protocol error: " + exc.Message);

}

catch (IOException exc)

{

Console.WriteLine("IO error: " + exc.Message);

}

finally

{

if (resp != null) resp.Close();

}

Console.WriteLine("Exit MiniCrawler.");

}

}

Рассмотрим подробнее работу программы MiniCrawler. Она начинается с ввода

пользователем конкретного URI в командной строке. В методе Main() этот URI сохраняется

в строковой переменной uristr. Затем по указанному URI формируется запрос,

и переменной uristr присваивается пустое значение, указывающее на то, что данный

URI уже использован. Далее отправляется запрос и получается ответ. После этого содержимое

читается из потока ввода, возвращаемого методом GetResponseStream()

и заключаемого в оболочку класса StreamReader. Для этой цели вызывается метод

ReadToEnd(), возвращающий все содержимое в виде строки из потока ввода.

Далее программа осуществляет поиск ссылки в полученном содержимом. Для этого

вызывается статический метод FindLink(), определяемый в программе MiniCrawler.

Этот метод вызывается со строкой содержимого и исходным положением, с которого

начинается поиск в полученном содержимом. Эти значения передаются методу

FindLink() в виде параметров htmlstr и startloc соответственно. Обратите внимание

на то, что параметр startloc относится к типу ref. Сначала в методе FindLink()

создается копия строки содержимого в нижнем регистре, а затем осуществляется поиск

подстроки href="http, обозначающей ссылку. Если эта подстрока найдена, то

URI копируется в строковую переменную uri, а значение параметра startloc обновляется

и становится равным концу ссылки. Но поскольку параметр startloc относится

к типу ref, то это приводит к обновлению соответствующего аргумента метода

Main(), активизируя поиск с того места, где он был прерван. В конечном итоге

возвращается значение переменной uri. Эта переменная инициализирована пустым

значением, и поэтому если ссылка не найдена, то возвращается пустая ссылка, обозначающая

неудачный исход поиска.

Если ссылка, возвращаемая методом FindLink(), не является пустой, то она отображается

в методе Main(), и далее программа запрашивает у пользователя очередные

действия. Пользователю предоставляются одна из трех следующих возможностей:

перейти по найденной ссылке, нажав клавишу <П>, искать следующую ссылку в имеющемся

содержимом, нажав клавишу <И>, иди же выйти из программы, нажав клавишу

<В>. Если пользователь нажмет клавишу <П>, то программа осуществит переход

по найденной ссылке и получит новое содержимое по этой ссылке. После этого поиск

очередной ссылки будет начат уже в новом содержимом. Этот процесс продолжается

до тех пор, пока не будут исчерпаны все возможные ссылки.

В качестве упражнения вы сами можете усовершенствовать программу MiniCrawler,

дополнив ее, например, возможностью перехода по относительным ссылкам. Сделать

это не так уж и трудно. Кроме того, вы можете полностью автоматизировать поисковый

робот, чтобы он сам переходил по найденной ссылке без вмешательства со стороны

пользователя, начиная со ссылки, обнаруженной на самой первой странице полученного

содержимого, и продолжая переход по ссылкам на новых страницах. Как только

будет достигнут тупик, поисковый робот должен вернуться на один уровень назад, найти

следующую ссылку и продолжить переход по ссылке. Для организации именно такого

алгоритма работы программы вам потребуется стек, в котором должны храниться

идентификаторы URI и текущее состояние поиска в строке URI. С этой целью можно,

в частности, воспользоваться коллекцией класса Stack. В качестве более сложной, но

интересной задачи попробуйте организовать вывод ссылок в виде дерева.